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**1. ABSTRACT**

**1. Abstract**

This report will be of interest for Health Care Data Analysts, Data Scientists, Doctors and Medical researchers. This report provides an overview of current practice of Electrical Impedance Tomography (EIT), its imaging and use-cases. Electrical Impedance Tomography is a non-invasive type of medical imaging. These advances are improving our capacity to treat and even prevent cancers. The full implications of the subject remain to be explored. Examples of research techniques used in this project are detailed.

***1.a. Background***

Faststream Technologies is a vanguard of technology solutions, specializing in Product & System Engineering, IoT, Big Data, Security, and Application Development with a global footprint across North America, EMEA, and APAC. With over 200+ clients, Faststream Technologies enables Digital Transformation for enterprises by delivering a flawless customer experience, business competence, and deep insights through an integrated set of disruptive technologies and expertise. We are passionate about delivering well-organized, inventive and world-class hardware and software solutions, with a focus on Healthcare, Aerospace, Semiconductors, Automotive, Consumer Electronics, Home Automation, Telecommunications, Security, Retail, and E-Commerce.

Faststream Technologies works at the juncture of business and technology, assisting clients with advancing their product and business performance through sustainable information technology solutions. Faststream Technologies drives innovation to help clients advance their product design, business processes, and application development. Our engineering team’s deep expertise in transforming design specs into marketable hardware products — through ASIC design services that include RTL design, design verification and physical design for digital and analogue/mixed-signal semiconductors — is a key differentiator to our suite of application development capabilities.

For today’s challenges like embedded processor SoC specifications, Faststream Technologies delivers all of the required firmware/embedded software, positioning us as the turnkey ‘concept-to-product’ design company. The team is led by a group of focused senior executives and Technologists who complement each other with significant industry experience in building turnkey solutions. Many of our technologists have multiple patents to their credit in the areas of Analog/Mixed-Signal Design, IoT and embedded systems.

***1.b. Project Objectives***

The goal of the project is to validate performance of Electrical Impedance Tomography’s performance across various Machine Learning – Classification algorithms. Image is read into code in the form of a three-dimensional matrix where in each dimension represents intensities of the respective colour code. This three-dimensional matrix is then converted to two-dimensional matrix (representation of grayscale image) with intensities ranging from 0 to 1. Image is re generated to observe distribution using contour plots. A. Based on the data obtained and observation from the graphs, random multidimensional matrices are generated. Using radial basis function on these matrices, values ranging from 0 to 1 are created. 1000 random-related images are created based on the matrices and its values. The generated images are read back into code and are plotted to observe the distribution of intensities. Mean intensity ranges are calculated and are assigned labels (colours) correspondingly. The generated images are parsed and respective intensity ranges, its count of pixels and percentages are calculated. A dataset of 8 intensity ranges (columns) and 1000 values (rows) are created. Mean of pixel count of all ranges are taken in consideration and is used as a criterion for assigning targets. Binary targets are generated and are appended to the existing dataset as a target column.

**List of classifiers/algorithms used:**

* K – Nearest Neighbours
* Decision Tree Classifier
* Kernel Support Vector Machines
* Logistic Regression Classifier
* Naïve Bayes Classifier
* Random Forest Classifier
* Support Vector Machines

*The result is interpreted and plotted measuring the performance of the mentioned algorithms above.*

**2. INTRODUCTION**

**2. Introduction**

Human bodies have electrical properties, specifically the electric conductivity and permittivity. The electric conductivity is a measure of the ease with which a material conducts electricity; the electric permittivity is a measure of how readily the charges within a material separate under an imposed electric field. Highly conductive materials allow both AC and DC currents to pass through them. Highly permissive materials allow only AC current to pass through them. Both of these properties can be used in medical applications as tumours, tissues and other irregularities in human body have different conductive and permissive properties. Other application of EIT include detection of blood clots, pulmonary emboli and gas in human body.

***2.a. Scope of the project***

The project works across any images in general but is concentrated on images generated by contours and sine, cosine functions. A sample EIT Image is read into the code in the form of a 2-dimensional matrix. This matrix represents intensities of various colour gamut. The project revolves around generating images and reading those images into matrices. A dataset of count of pixels of various intensity ranges are created. A machine learning model is created out the dataset.

***2.b. Limitations of the project***

The images are generated using numpy’s random number generator and mesh-grid technique which uses sine and cosine function to generate contour like matrices. However, these generated images are not real and should be used for experimental purposes only. The accuracy, methodology of the machine learning algorithms is true whereas the images are not. The project is also dependent on certain Python environments and related tools. It is independent of the development environment.

**3. MACHINE LEARNING – INTRODUCTION**

**3. Machine Learning**

Machine Learning is the science (and art) of programming computers so they can learn from data. For example, your spam filter is a Machine Learning program that can learn to flag spam given examples of spam emails (e.g., flagged by users) and examples of regular (non-spam) emails. The examples that the system uses to learn are called the training set. Each training example is called a training instance (or sample). In this case, the task T is to flag spam for new emails, the experience E is the training data, and the performance measure P needs to be defined; for example, you can use the ratio of correctly classified emails. This particular performance measure is called accuracy and it is often used in classification tasks.

***Supervised/Unsupervised Learning***

***Supervised Learning***

Machine Learning systems can be classified according to the amount and type of supervision they get during training. There are four major categories: supervised learning, unsupervised learning, semi-supervised learning, and Reinforcement Learning. In supervised learning, the training data you feed to the algorithm includes the desired solutions, called labels. A typical supervised learning task is classification. The spam filter is a good example of this: it is trained with many example emails along with their class (spam or ham), and it must learn how to classify new emails.

***Unsupervised learning***

In unsupervised learning, as you might guess, the training data is rranged. The system tries to learn without a teacher.

* **Clustering** 
  + k-Means
  + Hierarchical Cluster Analysis (HCA)
  + Expectation Maximization
* **Visualization and dimensionality reduction** 
  + Principal Component Analysis (PCA)
  + Kernel PCA
  + Locally-Linear Embedding (LLE)
  + t-distributed Stochastic Neighbor Embedding (t-SNE)

***3.a. Tools and Technologies***

1. Python – a general-purpose interpreted, interactive, object-oriented, and high-level programming language
2. Anaconda – a free and open source distribution of the Python and R programming languages for data science and machine learning related applications, that aims to simplify package management and deployment
3. Numpy – the fundamental package for scientific computing with Python.
4. Scipy - a Python-based ecosystem of open-source software for mathematics, science, and engineering
5. Matplotlib – a Python 2D plotting library which produces publication quality figures in a variety of hardcopy formats and interactive environments across platforms
6. Sci-kit learn – a free software machine learning library for the Python programming language.

***3.b. Methodologies***

1. Data is checked for validity, accuracy, completeness and consistency
2. Data auditing is made to detect anomalies and contradictions
3. The detection and removal of anomalies is performed by a sequence of operations on the data known as the workflow.
4. After executing the cleansing workflow, the results are inspected to verify correctness. Data that could not be corrected during execution of the workflow is manually corrected.
5. Training set is determined. Here, 75% of the generated dataset is used as training data and the rest 25% is test data.
6. The training set represents the real-world use if the function. A set of input objects is gathered and corresponding outputs are also gathered.
7. The input representation of the learn function is determined and the accuracy of the learned function depends strongly on how the input object is represented. The input object is transformed into a feature vector, which contains a number of features that are descriptive of the object.
8. The structure of the learned function is determined (any Machine Learning algorithm can be used)
9. The design (model) is completed and I run on the gathered training set. Some of the supervised algorithms require the user to determine certain control parameters. These parameters are adjusted by optimising performance on the test set of the validation set and cross validation is also applied
10. Accuracy of the learned function is determined. After the parameter is adjusted, the performance of the resulting function is measured on the test set that is separate from the training set.

**4. IMAGE PROCESSING**

**4. Image Processing**

An image in processed in numpy is basically a three-dimensional matrix where each dimension represents the intensity of the respective colour value. A couple of few basic assumptions and paradigms are made when processing an image. The image is converted to grayscale. It can also be a colour filter or a gradient but to simplify the process, it is converted to grayscale. A grayscale image is basically a two-dimensional matrix where each dimension represents the intensity of either black or white.

# Copyright © 2018, Faststream Technologies

# Author: Sudhanva Narayana

import numpy as np

import matplotlib.pyplot as plt

import os

# Import to show plots in © Windows

from Ipython import get\_ipython

get\_ipython().run\_line\_magic(‘matplotlib’, ‘qt5’)

# CURR and PARENT directory constants

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# Generate two 1D vectors of Uniform float – range 0 to 1 of size 100

matrix1 = np.random.uniform(low=0, high=1, size=100)

matrix2 = np.random.uniform(low=0, high=1, size=100)

# Create a 2D matrix out of the two 1D vectors

matrix = np.array([matrix1, matrix2])

# Import image – converts image into a 3D numpy array

img = plt.imread(PARENT\_DIR + ‘\\assets\\eit\_images\\eitcrop.png’)

# Convert the colored-3D image into grayscale-2D

grayscale = img.mean(axis=2)

# Flatten 2D array to 1D array

x = grayscale.ravel()

y = img.ravel()

# Generate an image based on the ‘grayscale’ 2D matrix

plt.set\_cmap(‘gray’)

plt.imshow(grayscale, cmap=’gray’)

plt.axis(‘off’)

plt.show()

**5. IMAGE GENERATION**

**5. Image Generation**

1000 sample images are generated using the following tools:

***Numpy random –***

* Returns a sample (or samples) from the “standard normal” distribution.
* If positive, int\_like or int-convertible arguments are provided, random generates an array of shape (d0, d1, ..., dn), filled with random floats sampled from a univariate “normal” (Gaussian) distribution of mean 0 and variance 1 (if any of the d\_i are floats, they are first converted to integers by truncation). A single float randomly sampled from the distribution is returned if no argument is provided

# Generate data:

x, y, z = 10 \* np.random.random((3, 50))

***Numpy meshgrid –***

* Return coordinate matrices from coordinate vectors.
* Make N-D coordinate arrays for vectorized evaluations of N-D scalar/vector fields over N-D grids, given one-dimensional coordinate arrays x1, x2,..., xn.

# Set up a regular grid of interpolation points

xi, yi = np.linspace(x.min(), x.max(), 100), np.linspace(y.min(), y.max(), 100)

xi, yi = np.meshgrid(xi, yi)

***Scipy interpolate***

* This sub-package contains spline functions and classes, one-dimensional and multi-dimensional (univariate and multivariate) interpolation classes

# Interpolate

rbf = scipy.interpolate.Rbf(x, y, z, function=’linear’)

zi = rbf(xi, yi)

**Image generation**

# Copyright © 2018, Faststream Technologies

# Author: Sudhanva Narayana

import numpy as np

import matplotlib.pyplot as plt

import scipy.interpolate

import os

# CURR and PARENT directory constants

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

for © in range(1, 1001):

# Generate data:

x, y, z = 10 \* np.random.random((3, 50))

# Set up a regular grid of interpolation points

xi, yi = np.linspace(x.min(), x.max(), 100), np.linspace(y.min(), y.max(), 100)

xi, yi = np.meshgrid(xi, yi)

# Interpolate

rbf = scipy.interpolate.Rbf(x, y, z, function=’linear’)

zi = rbf(xi, yi)

clrs = (‘brown’, ‘red’, ‘orange’, ‘yellow’, ‘green’, ‘blue’, ‘violet’, ‘gray’)

plt.contourf(zi, colors=clrs)

plt.axis(‘off’)

plt.savefig(PARENT\_DIR + ‘\\assets\\eit\_images\\’ + “eit\_” + str(i) + “.png”, bbox\_inches=’tight’)

**6. IMAGE CLASSIFICATION**

**6. Image Classification**

Intensity range is calculated based on basic resistive values. A dictionary of ‘colours’ is mapped to the respective ‘list’ of intensity values for 1000 images.

# Copyright © 2018, Faststream Technologies

# Author: Sudhanva Narayana

import numpy as np

import matplotlib.pyplot as plt

import cv2

import os

# Import to show plots in © Windows

from Ipython import get\_ipython

get\_ipython().run\_line\_magic(‘matplotlib’, ‘qt5’)

# CURR and PARENT directory constants

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# Import image – converts image into a 3D numpy array

img = cv2.imread(PARENT\_DIR + ‘\\assets\\eit\_images\\eitcrop.png’)

# Convert the colored-3D image into grayscale-2D

img\_two\_d = img.mean(axis=2)

# Flatten 2D array to 1D array

img\_one\_d = img\_two\_d.ravel()

# Initial setup of intensity range

colors = [‘brown’, ‘red’, ‘orange’, ‘yellow’, ‘green’, ‘blue’, ‘violet’, ‘gray’]

classify\_dict = {}

low = 0.0

high = 1.1

skip = 0.1

# Generate intensity range

intensity = np.arange(low, high, skip)

color\_length = high / len(colors)

color\_length\_array = np.full((1, len(intensity) – 1), round(color\_length, 2))

color\_length\_array = np.insert(color\_length\_array, 0, 0)

# Calculate cumulative sum of average range of intensity

intensity\_range = np.cumsum(color\_length\_array)

intensity\_range\_strings = []

# Create a classify dict of colors mapping to their datapoints (array)

for index, color in enumerate(colors):

# print(intensity\_range[index], intensity\_range[index + 1])

intensity\_range\_strings.append(str(round(intensity\_range[index], 2)) + ‘ – ‘ + str(round(intensity\_range[index + 1], 2)))

classify\_dict[color] = np.where(np.logical\_and(img\_one\_d >= intensity\_range[index], img\_one\_d < intensity\_range[index + 1]))[0]

# Create a count of classified dict

classify\_dict\_count = {}

for key, value in classify\_dict.items():

classify\_dict\_count[key] = len(value)

colors\_tuple = tuple(classify\_dict\_count.keys())

y\_pos = np.arange(len(colors\_tuple))

pixels = classify\_dict\_count.values()

# Subplot to map a bar chart and its labels

fig, ax = plt.subplots()

rects = ax.bar(y\_pos, pixels, align=’center’, alpha=0.5, color=colors\_tuple)

def autolabel(rects):

“””

Attach a text label above each bar displaying its height

“””

for rect in rects:

height = rect.get\_height()

ax.text(rect.get\_x() + rect.get\_width()/2., height,

‘%d’ % int(height),

ha=’center’, va=’bottom’)

autolabel(rects)

# Plot a bar graph with intensities, colors and count of pixels

plt.bar(y\_pos, pixels, align=’center’, alpha=0.5, color=colors\_tuple)

plt.xticks(y\_pos, tuple(intensity\_range\_strings))

plt.ylabel(‘Pixels Count’)

plt.title(‘Pixels vs Colors’)

plt.savefig(PARENT\_DIR + ‘\\assets\\plots\\eit\_classify\_plot.png’)

plt.show()

**7. DATASET GENERATION**

**7. Dataset Generation**

The generated images are parsed and are imported into code. These images are basically matrices as mentioned earlier. The pixel intensity is categorised based on the intensity range. Two datasets are generated. One contains the count of pixels categorised into respective intensity ranges and the other contains percentage of the pixels covered per image.

# Copyright © 2018, Faststream Technologies

# Author: Sudhanva Narayana

import numpy as np

import pandas as pd

import cv2

import os

# Import to show plots in © Windows

# from Ipython import get\_ipython

# get\_ipython().run\_line\_magic(‘matplotlib’, ‘qt5’)

# CURR and PARENT directory constants

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

colors = [‘brown’, ‘red’, ‘orange’, ‘yellow’, ‘green’, ‘blue’, ‘violet’, ‘gray’]

colors = colors[::-1]

colors\_p = [© + ‘\_%’ for © in colors]

image\_files\_list = []

for © in range(1, 1001):

image\_files\_list.append(‘eit\_’ + str(i) + ‘.png’)

# Initial setup of intensity range

low = 0

high = 255

skip = 1

classify\_dict = {}

classify\_dict\_per = {}

# Generate intensity range

intensity = np.arange(low, high, skip)

color\_length = high / len(colors)

color\_length\_array = np.full((1, len(intensity) – 1), round(color\_length, 2))

color\_length\_array = np.insert(color\_length\_array, 0, 0)

# Calculate cumulative sum of average range of intensity

intensity\_range = np.cumsum(color\_length\_array)

for c, p in zip(colors, colors\_p):

classify\_dict[c] = []

classify\_dict\_per[p] = []

for image\_file in image\_files\_list:

# Import image – converts image into a 3D numpy array

# img = cv2.imread(PARENT\_DIR + ‘\\assets\\eit\_images\\’ + image\_file)

# Import the colored-3D image into grayscale-2D

img\_two\_d = cv2.imread(PARENT\_DIR + ‘\\assets\\eit\_images\\’ + image\_file, 0)

# Flatten 2D array to 1D array

img\_one\_d = img\_two\_d.ravel()

total\_length = len(img\_one\_d)

intensity\_range\_strings = []

# Create a classify dict of colors mapping to their datapoints (array)

for index, (color, color\_p) in enumerate(zip(colors, colors\_p)):

# print(intensity\_range[index], intensity\_range[index + 1])

intensity\_range\_strings.append(str(round(intensity\_range[index], 2)) + ‘ – ‘ + str(round(intensity\_range[index + 1], 2)))

intensity\_range\_length = len(np.where(np.logical\_and(img\_one\_d >= intensity\_range[index], img\_one\_d < intensity\_range[index + 1]))[0])

percentage = (intensity\_range\_length/total\_length) \* 100

percentage = round(percentage, 2)

classify\_dict[color].append(intensity\_range\_length)

classify\_dict\_per[color\_p].append(percentage)

columns\_tuple\_list = []

# print(classify\_dict)

for color, intensity\_range in zip(colors, intensity\_range\_strings):

columns\_tuple\_list.append((color, intensity\_range))

# print(color, intensity\_range)

# Created tuples for DataFrames

columns\_p\_tuple = list(zip(\*[iter(colors\_p)]\*1, [‘100’] \* 8))

columns\_tuple\_list.sort(key=lambda tup: tup[0])

# DataFrame for values

df = pd.DataFrame(classify\_dict)

df.columns = pd.MultiIndex.from\_tuples(columns\_tuple\_list)

df = df[colors]

df.to\_csv(PARENT\_DIR + ‘\\assets\\datasets\\’ + ‘eit.csv’)

# DataFrame for percentages

df\_p = pd.DataFrame(classify\_dict\_per)

df\_p.columns = pd.MultiIndex.from\_tuples(columns\_tuple\_list)

df\_p = df\_p[colors]

df\_p.to\_csv(PARENT\_DIR + ‘\\assets\\datasets\\’ + ‘eit\_p.csv’)

**8. DATASET TARGET GENERATION**

**8. Dataset Target Generation**

The generated dataset is checked for errors and numerical anomalies. Once the data is pre-processed then mean of each column is calculated. These means are made the basic criteria for classification threshold. If the pixel count is more than the mean, the image is categorised as ‘1’. If the pixel count is less than the mean, the image is categorised as ‘0’. Once the classification is done, the ‘target’ column is appended and is attached to the existing dataset. Another dataset is generated and is considered as the final dataset for machine learning.

# Copyright © 2018, Faststream Technologies

# Author: Sudhanva Narayana

import numpy as np

import pandas as pd

import os

# Import to show plots in © Windows

# from Ipython import get\_ipython

# get\_ipython().run\_line\_magic(‘matplotlib’, ‘qt5’)

# CURR and PARENT directory constants

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# Import dataset ignoring headers

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

df\_ranges = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit.csv’, index\_col=[0], header = [0], skiprows= [0], skipinitialspace=True, nrows=0)

df\_columns\_ranges = list(df\_ranges.columns)

df\_columns\_colors = list(df.columns)

df\_means = df.mean()

target\_series = []

# Create target\_series list of rrange

for ©, color in enumerate(df\_columns\_colors):

target\_series.append(df[color] > df\_means[i])

target = np.array(target\_series)

target = np.transpose(target[-4:])

target\_bools = []

# Create target\_bools which creates the final Series of target column

for © in range(len(target)):

if np.sum(target[i]) >= 1:

target\_bools.append(1)

else:

target\_bools.append(0)

target\_bools = pd.Series(target\_bools)

columns\_tuple\_list = []

# Tuple for creating columns for DataFrame

for color, intensity\_range in zip(df\_columns\_colors, df\_columns\_ranges):

columns\_tuple\_list.append((color, intensity\_range))

# Final DataFrame to csv

df.columns = pd.MultiIndex.from\_tuples(columns\_tuple\_list)

df[‘target’] = target\_bools

df.to\_csv(PARENT\_DIR + ‘\\assets\\datasets\\’ + ‘eit\_data.csv’)

**9. MACHINE LEARNING – CLASSIFICATION**

**9. Machine Learning – Classification**

* Dataset is split into training set and test set
* Feature scaling is applied, data is fit into various classifiers and models are evaluated for performance
* Confusion matrices and classification reports are generated
* ***List of classifiers/algorithms used:***
  + K – Nearest Neighbours
  + Decision Tree Classifier
  + Kernel Support Vector Machines
  + Logistic Regression Classifier
  + Naïve Bayes Classifier
  + Random Forest Classifier
  + Support Vector Machines

**K- Nearest Neighbours Classifiers**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using K-Nearest Neighbors Classifier – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.neighbors import KneighborsClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

y = y.ravel()

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# ### Feature Scaling

# In[8]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[9]:

classifier = KneighborsClassifier(n\_neighbors=3, metric=’minkowski’, p=2)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[10]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[11]:

print(confusion\_matrix(y\_test, y\_pred))

# In[12]:

print(classification\_report(y\_test, y\_pred))

# ### Visualising different values of K for Neighbours and Overfitting/Underfitting

# In[13]:

# Setup arrays to store train and test accuracies

neighbors = np.arange(1, 9)

train\_accuracy = np.empty(len(neighbors))

test\_accuracy = np.empty(len(neighbors))

# Loop over different values of k

for ©, k in enumerate(neighbors):

# Setup a k-NN Classifier with k neighbors: knn

knn = KneighborsClassifier(n\_neighbors=k)

# Fit the classifier to the training data

knn.fit(X\_train, y\_train)

#Compute accuracy on the training set

train\_accuracy[i] = knn.score(X\_train, y\_train)

#Compute accuracy on the testing set

test\_accuracy[i] = knn.score(X\_test, y\_test)

# Generate plot

plt.title(‘k-NN: Varying Number of Neighbors’)

plt.plot(neighbors, test\_accuracy, label = ‘Testing Accuracy’)

plt.plot(neighbors, train\_accuracy, label = ‘Training Accuracy’)

plt.legend()

plt.xlabel(‘Number of Neighbors’)

plt.ylabel(‘Accuracy’)

plt.show()

**Decision Tree Classifier**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using Decision Tree Classifier – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# In[8]:

y\_train = y\_train.ravel()

# ### Feature Scaling

# In[9]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[10]:

classifier = DecisionTreeClassifier(criterion=’entropy’, random\_state=0)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[11]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[12]:

print(confusion\_matrix(y\_test, y\_pred))

# In[13]:

print(classification\_report(y\_test, y\_pred))

**Kernel Support Vector Machines**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using Kernal Support Vector Machine – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.svm import SVC

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# In[8]:

y\_train = y\_train.ravel()

# ### Feature Scaling

# In[9]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[10]:

classifier = SVC(kernel=’rbf’, random\_state=0)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[11]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[12]:

print(confusion\_matrix(y\_test, y\_pred))

# In[13]:

print(classification\_report(y\_test, y\_pred))

**Logistic Regression Classifier**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using Logistic Regression – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

y = y.ravel()

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# ### Feature Scaling

# In[8]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[9]:

classifier = LogisticRegression(random\_state=0)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[10]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[11]:

print(confusion\_matrix(y\_test, y\_pred))

# In[12]:

print(classification\_report(y\_test, y\_pred))

**Naïve Bayes Classifier**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using © Bayes – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.naive\_bayes import GaussianNB

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# In[8]:

y\_train = y\_train.ravel()

# ### Feature Scaling

# In[9]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[10]:

classifier = GaussianNB()

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[11]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[12]:

print(confusion\_matrix(y\_test, y\_pred))

# In[13]:

print(classification\_report(y\_test, y\_pred))

**Random Forest Classifier**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using Random Forest Classifier – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.ensemble import RandomForestClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# In[8]:

y\_train = y\_train.ravel()

# ### Feature Scaling

# In[9]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[10]:

classifier = RandomForestClassifier(n\_estimators=10, criterion=’entropy’, random\_state=0)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[11]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[12]:

print(confusion\_matrix(y\_test, y\_pred))

# In[13]:

print(classification\_report(y\_test, y\_pred))

# ### Visualising different values of N Estimators (Trees) Overfitting/Underfitting

# In[14]:

# Setup arrays to store train and test accuracies

estimators = np.arange(1, 20)

train\_accuracy = np.empty(len(estimators))

test\_accuracy = np.empty(len(estimators))

# Loop over different values of k

for ©, k in enumerate(estimators):

# Setup a RandomForestClassifier

random\_forest = RandomForestClassifier(n\_estimators=k)

# Fit the classifier to the training data

random\_forest.fit(X\_train, y\_train)

#Compute accuracy on the training set

train\_accuracy[i] = random\_forest.score(X\_train, y\_train)

#Compute accuracy on the testing set

test\_accuracy[i] = random\_forest.score(X\_test, y\_test)

# Generate plot

plt.title(‘Random Forest: Varying Number of Trees’)

plt.plot(estimators, test\_accuracy, label = ‘Testing Accuracy’)

plt.plot(estimators, train\_accuracy, label = ‘Training Accuracy’)

plt.legend()

plt.xlabel(‘Number of Trees’)

plt.ylabel(‘Accuracy’)

plt.show()

**Support Vector Machines**

# coding: utf-8

# # Performance validation of Electrical Impedance Tomography Images using Support Vector Machine – Machine Learning

#

# ## Copyright © 2018, Faststream Technologies

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.svm import SVC

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

# ### CURR and PARENT directory constants

# In[2]:

CURR\_DIR = os.path.dirname(os.path.abspath(‘\_\_file\_\_’))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

# ### Import dataset ignoring headers

# In[3]:

df = pd.read\_csv(PARENT\_DIR + ‘\\assets\\datasets\\eit\_data.csv’, index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

# ### Dataset

# In[4]:

df.head()

# ### Visualise the higher intensities

# In[5]:

plt.scatter(df[‘brown’], df[‘orange’], c=[‘brown’, ‘orange’])

plt.xlabel(“Brown”)

plt.ylabel(“Orange”)

plt.show()

# ### Importing dataset

# In[6]:

X = df.loc[:, [‘gray’, ‘violet’, ‘blue’, ‘green’, ‘yellow’, ‘orange’, ‘red’, ‘brown’]].values.astype(float)

y = df.loc[:, [‘target’]].values

# ### Splitting the dataset into the Training set and Test set (75%, 25%)

# In[7]:

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

# In[8]:

y\_train = y\_train.ravel()

# ### Feature Scaling

# In[9]:

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Fitting classifier to the Training set

# In[10]:

classifier = SVC(kernel=’linear’, random\_state=0)

classifier.fit(X\_train, y\_train)

# ### Predicting the Test set results

# In[11]:

y\_pred = classifier.predict(X\_test)

print(classifier.score(X\_test, y\_test))

# ### The Confusion Matrix

# In[12]:

print(confusion\_matrix(y\_test, y\_pred))

# In[13]:

print(classification\_report(y\_test, y\_pred))

**10. RESULTS**

**10. Results**

All algorithms are evaluated based on their performance. The results are interpreted and analysed. (Figure 1)

# coding: utf-8

# # Performance of various Machine Learning Algorithms on Electrical Impedance Tomography Images

#

# ## Copyright (c) 2018, Faststream Technologies

#

# ## Author: Sudhanva Narayana

# In[1]:

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import os

from sklearn.neighbors import KNeighborsClassifier

from sklearn.tree import DecisionTreeClassifier

from sklearn.svm import SVC

from sklearn.linear\_model import LogisticRegression

from sklearn.naive\_bayes import GaussianNB

from sklearn.ensemble import RandomForestClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import StandardScaler

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import classification\_report

CURR\_DIR = os.path.dirname(os.path.abspath('\_\_file\_\_'))

PARENT\_DIR = os.path.abspath(os.path.join(CURR\_DIR, os.pardir))

df = pd.read\_csv(PARENT\_DIR + '\\assets\\datasets\\eit\_data.csv', index\_col=[0], header = [0], skiprows= [1] ,skipinitialspace=True)

X = df.loc[:, ['gray', 'violet', 'blue', 'green', 'yellow', 'orange', 'red', 'brown']].values.astype(float)

y = df.loc[:, ['target']].values

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.25, random\_state=0)

y\_train = y\_train.ravel()

sc\_X = StandardScaler()

X\_train = sc\_X.fit\_transform(X\_train)

X\_test = sc\_X.transform(X\_test)

# ### Classifiers

# In[2]:

classifiers = {}

# ### KNN

# In[3]:

classifier = KNeighborsClassifier(n\_neighbors=5, metric='minkowski', p=2)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['knn'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Decision Tree

# In[4]:

classifier = DecisionTreeClassifier(criterion='entropy', random\_state=0)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['desicion\_tree'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Kernal SVM

# In[5]:

classifier = SVC(kernel='rbf', random\_state=0)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['kernal\_svm'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Logistic Regression

# In[6]:

classifier = LogisticRegression(random\_state=0)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['logistic\_regression'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Naive Bayes

# In[7]:

classifier = GaussianNB()

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['naive\_bayes'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Random Forest

# In[8]:

classifier = RandomForestClassifier(n\_estimators=10, criterion='entropy', random\_state=0)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['random\_forest'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# ### Support Vector Machines

# In[9]:

classifier = SVC(kernel='linear', random\_state=0)

classifier.fit(X\_train, y\_train)

y\_pred = classifier.predict(X\_test)

classifiers['svm'] = classifier.score(X\_test, y\_test)

print(classifier.score(X\_test, y\_test))

# In[10]:

print(classifiers)

# In[11]:

values = list(classifiers.values())labels = list(classifiers.keys())

values = [round(i \* 100, 2) for i in values]

# print(values)

# print(labels)

index = np.arange(len(labels))

# In[12]:

plt.figure(figsize=(15,10))

plt.bar(index, values)

plt.xlabel('Machine Learning Algorithms', fontsize=20)

plt.ylabel('Performance (%)', fontsize=20)

plt.xticks(index, labels, rotation=30, fontsize=15)

plt.yticks(fontsize=20)

plt.title('Performance of Machine Learning algorithms on EIT Images', fontsize=20)

plt.show()

**Results - Figure 1**

![](data:image/png;base64,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)